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**LAB-MANUAL-09**

**Operator Overloading and Friend Functions**

**Overloading in C++**

If we create two or more member of the same class having the same name but different in number or type of parameter, it is known as C++ overloading.

In C++, we can overload:

* methods
* constructors
* indexed properties

It is because these members have parameters only.

Moving on with this article on Operator Overloading in C++.

**Types of overloading in C++**

* Function overloading
* Operator overloading

**Why is operator overloading used?**

C++ programs can be written without the knowledge of operator overloading. Then too, operator operating are profoundly used by programmers to make the program intuitive. For example,

We can replace the code like:

|  |  |
| --- | --- |
| 1 | calculation = add(divide(a, b),multiply(a, b)); |

**Syntax of Operator Overloading**

|  |  |
| --- | --- |
| 1  2  3  4 | return\_type class\_name  : : operator op(argument\_list)  {  // function body  } |

Where the return type is the type of value returned by the function. class\_name is the name of the class.

**Implementing Operator Overloading in C++**

Operator function must be either non-static (member function) or friend function to get overloaded. Operator overloading function can be applied on a member function if the left operand is an object of that class, but if the Left operand is different, then the Operator overloading function must be defined as a non-member function.

Operator overloading function can be made friend function if it requires access to the private and protected members of the class. For example, the operator op is an operator function where op is the operator being overloaded, and the operator is the keyword. Operator overloading can be achieved by implementing a function that can be either member function,non- member function or friend function.

**What is the difference between operator functions and normal functions?**

Operator functions are the same as normal functions. The only difference is, the name of an operator function is always operator keyword followed by the symbol of operator and operator functions are called when the corresponding operator is used.

Moving on with this article on Operator Overloading in C++.

**Types of overloading approaches**

Operator Overloading can be done by using three approaches, they are

* Overloading unary operator.
* Overloading binary operator.
* Overloading binary operator using a friend function.

Moving on with this article on Operator Overloading in C++.

**Overloading Unary Operator**

Let us consider the unary ‘– ‘operator. A minus operator when used as a unary it requires only one operand. We know that this operator changes the sign of an operand when applied to a basic data variable. Let us see how to overload this operator so that it can be applied to an object in much the same way as it is applied to an int or float variable. The unary minus, when applied to an object, should decrement each of its data items.

**Example:**

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29 | #include <iostream>  using namespace std;  class Height {  public:  // Member Objects  int feet, inch;  // Constructor to initialize the object's value  Height(int f, int i)  {  feet = f;  inch = i;  }  // Overloading(-) operator to perform decrement  // operation of Height object  void operator-()  {  feet--;  inch--;  cout << "Feet & Inches after decrement: " << feet << " ' " << inch <<endl;  }  };  int main()  {  //Declare and Initialize the constructor of class Height  Height h1(6, 2);  //Use (-) unary operator by single operand  -h1;  return 0;  } |

**Output:**

![Output- Operator Overloading in c++- Edureka](data:image/png;base64,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)

**Explanation:**   
In the above example, we overload ‘ – ’ unary operator to perform decrement in the two variables of Height class. We pass two parameters to the constructor and save their values in feet and inch variable. Then we define the operator overloading function (void operator-()  
) in which the two variables are decremented by one position.  
When we write -h1 it calls the operator overloading function and decrements the values passed to the constructor.

## ****Overloading Binary Operator****

#include<iostream.h>

#include<conio.h>

class Rectangle

{

int L,B;

public:

Rectangle() **//Default Constructor**

{

L = 0;

B = 0;

}

Rectangle(int x,int y) **//Parameterize Constructor**

{

L = x;

B = y;

}

Rectangle operator+(Rectangle Rec) **//Binary operator overloading func.**

{

Rectangle R;

R.L = L + Rec.L;

R.B = B + Rec.B;

return R;

}

void Display()

{

cout<<"\n\tLength : "<<L;

cout<<"\n\tBreadth : "<<B;

}

};

void main()

{

Rectangle R1(2,5),R2(3,4),R3;

**//Creating Objects**

cout<<"\n\tRectangle 1 : ";

R1.Display();

cout<<"\n\n\tRectangle 2 : ";

R2.Display();

R3 = R1 + R2; **Statement 1**

cout<<"\n\n\tRectangle 3 : ";

R3.Display();

}

Output :

Rectangle 1 :

L : 2

B : 5

Rectangle 2 :

L : 3

B : 4

Rectangle 3 :

L : 5

B : 9

In statement 1, Left object R1 will invoke operator+() function and right object R2 is passing as argument.

Another way of calling binary operator overloading function is to call like a normal member function as follows,

R3 = R1.operator+ ( R2 );

**Friend function** :

A **friend function** will be friendly with a class even though it is not a member of that class and can access the private members of the class.

#include <iostream>

using namespace std;

class Rectangle {

int width, height;

public:

Rectangle(int w = 1, int h = 1):width(w),height(h){}

friend void display(Rectangle &);

};

void display(Rectangle &r) {

cout << r.width \* r.height << endl;

}

int main () {

Rectangle rect(5,10);

display(rect);

return 0;

}

We make a function a friend to a class by declaring a prototype of this external function within the class, and preceding it with the keyword **friend**

friend void display(Rectangle &);

The friend function **display(rect)** has an access to the private member of the Rectangle class object though it's not a member function. It gets the width and height using dot: **r.width** and **r.height**. If we do this inside main, we get an error because they are private members and we can't access them outside of the class. But friend function to the class can access the private members.

But what's the point of friend functions. In the above example, we could have made "display" as a member function of the class instead of declaring it as a friend function to the class.

Why do we need friend functions?

A friend function can be friendly to 2 or more classes. The friend function does not belong to any class, so it can be used to access private data of two or more classes as in the following example.

#include <iostream>

using namespace std;

class Square; // forward declaration

class Rectangle {

int width, height;

public:

Rectangle(int w = 1, int h = 1):width(w),height(h){}

friend void display(Rectangle &, Square &);

};

class Square {

int side;

public:

Square(int s = 1):side(s){}

friend void display(Rectangle &, Square &);

};

void display(Rectangle &r, Square &s) {

cout << "Rectangle: " << r.width \* r.height << endl;

cout << "Square: " << s.side \* s.side << endl;

}

int main () {

Rectangle rec(5,10);

Square sq(5);

display(rec,sq);

return 0;

}

Output is:

Rectangle: 50

Square: 25

The friend functions can serve, for example, to conduct operations between two different classes. Generally, the use of friend functions is out of an object-oriented programming methodology, so whenever possible it is better to use members of the same class to perform operations with them as in the following example getting exactly same output.

#include <iostream>

using namespace std;

class Rectangle {

int width, height;

public:

Rectangle(int w = 1, int h = 1):width(w),height(h){}

void display() {

cout << "Rectangle: " << width \* height << endl;

};

};

class Square {

int side;

public:

Square(int s = 1):side(s){}

void display() {

cout << "Square: " << side \* side << endl;

};

};

int main () {

Rectangle rec(5,10);

Square sq(5);

rec.display();

sq.display();

return 0;

}

Summary:

1. Friend functions are not members of any class but they can access private data of the class to which they are a friend.
2. Because they are not members of any class, you should not call them using the dot operator.

**EXERCISES:**

* A students wants to add two complex number whose one part real number and the another part is an imaginary number, you are asked to write a program to add these numbers with the help of operator overloading technique.
* A vector namely V1 and its x and y components is v1\_x and v1\_y,the second vector is V2 and it has also two component namely v2\_x and v2\_y,perform vector addition by using its respective components into third V3 and its components is v3\_x and v3\_y with the help of operator overloading.
* Calculate Area of Triangle the one class is acute angle(less than 90 degree) and another one is obtuse angle (greater than 90 degree) both class wants to access only one function which is “Area of Triangle” which is independent of all classes.

Practice Task:

a. Define the class **bankAccount** to store a bank customer’s account number and balance. Suppose that account number is of type int, and balance is of type double. Your class should, at least, provide the following operations: set the account number, retrieve the account number, retrieve the balance, deposit and withdraw money, and print account information. Add appropriate constructors.

b. Every bank offers a checking account. Derive the class **checkingAccount** from the class **bankAccount** (designed in part (a)). This class inherits members to store the account number and the balance from the base class. A customer with a checking account typically receives interest, maintains a minimum balance, and pays service charges if the balance falls below the minimum balance. Add member variables to store this additional information. In addition to the operations inherited from the base class, this class should provide the following operations: set interest rate, retrieve interest rate, set minimum balance, retrieve minimum balance, set service charges, retrieve service charges, post interest, verify if the balance is less than the minimum balance, write a check, withdraw (override the method of the base class), and print account information. Add appropriate constructors.

c. Every bank offers a savings account. Derive the class **savingsAccount** from the class **bankAccount** (designed in part (a)). This class inherits members to store the account number and the balance from the base class. A customer with a savings account typically receives interest, makes deposits, and withdraws money. In addition to the operations inherited from the base class, this class should provide the following operations: set interest rate, retrieve interest rate, post interest, withdraw (override the method of the base class), and print account information. Add appropriate constructors.

d. Write a program to test your classes designed in parts (b) and (c).